# **Câu hỏi về Java và các Framework của Java**

## **Spring Core**

### **Spring là gì? Nêu các tính năng chính của Spring Framework.**

**Trả lời:** Là một Framework mã nguồn mở của Java

**Tính năng chính:**  **Inversion of Control (IoC):** Quản lý các đối tượng (beans) và sự phụ thuộc giữa chúng.

**Dependency Injection (DI):** Cung cấp các phụ thuộc cho đối tượng thay vì để đối tượng tự tạo ra chúng.

**Aspect-Oriented Programming (AOP):** Hỗ trợ tách biệt các mối quan tâm (cross-cutting concerns) như logging, security.

**Data Access:** Hỗ trợ tích hợp với các cơ sở dữ liệu thông qua JDBC, ORM (Hibernate, JPA).

**Transaction Management:** Quản lý giao dịch một cách nhất quán.

**MVC Framework:** Hỗ trợ phát triển ứng dụng web.

### **IoC (Inversion of Control) và DI (Dependency Injection) là gì? Cho ví dụ.**

**IoC:** Là một nguyên lý trong đó việc kiểm soát luồng điều khiển được đảo ngược so với lập trình truyền thống. Thay vì code gọi các thư viện, framework sẽ gọi code của bạn.

**DI:** Là một cách triển khai **IoC**, trong đó các phụ thuộc (dependencies) được "tiêm" vào đối tượng thay vì đối tượng tự tạo ra chúng.

### **Bean trong Spring là gì? Làm thế nào để định nghĩa một bean?**

**Bean**: Là một đối tượng được quản lý bởi Spring IoC container. Nó được tạo, cấu hình, và quản lý bởi Spring.

**Cách định nghĩa:**

Sử dụng annotation: @Component, @Service, @Repository, @Controller.

Cấu hình XML:

*<bean id="userService" class="com.example.UserService"/>*

1. **Sự khác biệt giữa @Component, @Service, @Repository, và @Controller?**

**@Component**: Dùng để đánh dấu một class là bean, có thể được quản lý bởi Spring.

**@Service**: Dùng cho các class thuộc tầng service (business logic).

**@Repository**: Dùng cho các class thuộc tầng DAO (Data Access Object), thường tích hợp với database.

**@Controller**: Dùng cho các class thuộc tầng controller trong ứng dụng web (Spring MVC).

**@Configuration**:

Được sử dụng để đánh dấu một lớp là nguồn cấu hình bean. Các phương thức trong lớp được đánh dấu bằng **@Bean** sẽ trả về một instance của bean được quản lý bởi Spring container

**@Bean:**

Được sử dụng trong các lớp **@Configuration** để khai báo một bean. Phương thức được đánh dấu bằng **@Bean** sẽ trả về một instance của bean đó.

**@RestController:**

Là một phiên bản đặc biệt của **@Controller**, được sử dụng để xây dựng các RESTful web services. Nó kết hợp **@Controller** và **@ResponseBody**.

**@ControllerAdvice:**

Được sử dụng để xử lý các ngoại lệ toàn cục trong ứng dụng Spring MVC. Nó cho phép bạn xử lý các ngoại lệ một cách tập trung.

**@RestControllerAdvice:**

Tương tự như **@ControllerAdvice**, nhưng được sử dụng cho các RESTful web services. Nó kết hợp **@ControllerAdvice** và **@ResponseBody**.

**@Scope:**

Được sử dụng để xác định phạm vi (scope) của một bean, ví dụ như singleton, prototype, request, session, v.v.

**@Lazy:**

Được sử dụng để chỉ định rằng một bean chỉ nên được khởi tạo khi nó được yêu cầu lần đầu tiên, thay vì khi ứng dụng khởi động.

**@Primary:**

Được sử dụng để chỉ định rằng một bean nên được ưu tiên khi có nhiều bean cùng loại được khai báo.

**@Qualifier:**

Được sử dụng để chỉ định rõ ràng bean nào nên được sử dụng khi có nhiều bean cùng loại.

**@Profile:**

Được sử dụng để chỉ định rằng một bean chỉ nên được tạo ra khi một profile cụ thể được kích hoạt.

**@Conditional:**

Được sử dụng để tạo ra các bean dựa trên các điều kiện cụ thể. Bạn có thể tạo các điều kiện tùy chỉnh bằng cách triển khai giao diện Condition.

**@Import**:

Được sử dụng để import các lớp cấu hình khác vào trong một lớp cấu hình.

**@ImportResource:**

Được sử dụng để import các tài nguyên cấu hình XML vào trong một lớp cấu hình.

**@PropertySource:**

Được sử dụng để load các file cấu hình properties vào trong môi trường Spring.

**@Value:**

Được sử dụng để inject giá trị từ các file cấu hình properties vào các biến trong bean.

**@Autowired:**

Được sử dụng để tự động inject các dependency vào các biến, phương thức, hoặc constructor.

**@Required**:

Được sử dụng để chỉ định rằng một thuộc tính bắt buộc phải được thiết lập thông qua dependency injection.

**@EventListener**:

Được sử dụng để đăng ký một phương thức như một listener cho các sự kiện trong Spring.

**@Scheduled:**

Được sử dụng để lên lịch thực hiện các tác vụ định kỳ.

**@Async**:

Được sử dụng để chỉ định rằng một phương thức nên được thực hiện bất đồng bộ.

### **Spring ApplicationContext là gì? Nó khác gì với BeanFactory?**

**ApplicationContext**: Là một interface kế thừa từ BeanFactory, cung cấp thêm các tính năng như AOP, event handling, i18n

**BeanFactory**: Chỉ cung cấp các tính năng cơ bản của IoC container.

### **Các scope của bean trong Spring? Giải thích từng scope.**

**Singleton**: Một bean duy nhất được tạo cho mỗi Spring IoC container (mặc định).

**Prototype**: Một bean mới được tạo mỗi khi được yêu cầu.

**Request**: Một bean được tạo cho mỗi HTTP request (chỉ dùng trong ứng dụng web).

**Session**: Một bean được tạo cho mỗi HTTP session (chỉ dùng trong ứng dụng web).

**Global** **Session**: Dùng cho các ứng dụng portlet.

### **Làm thế nào để cấu hình Spring mà không sử dụng XML?**

Sử dụng annotation và Java-based configuration

### **Spring Profiles là gì? Làm thế nào để sử dụng chúng?**

Profiles: Cho phép cấu hình ứng dụng khác nhau cho các môi trường khác nhau (ví dụ: dev, test, uat, prod).

Kích hoạt profile bằng cách đặt ***spring.profiles.active=dev*** trong ***application.properties***.

### **AOP (Aspect-Oriented Programming) trong Spring là gì? Cho ví dụ về cách sử dụng @Aspect.**

**AOP**: Là một kỹ thuật để tách biệt các mối quan tâm (cross-cutting concerns) như logging, security.

### **Sự khác biệt giữa @Autowired và @Resource?**

**@Autowired:** Thuộc về Spring, tự động tiêm bean theo kiểu dữ liệu.

**@Resource:** Thuộc về JSR-250, tiêm bean theo tên.

## **Spring Boot**

1. Spring Boot là gì? Tại sao nó được sử dụng phổ biến?

**Spring Boot** là một framework dựa trên nền tảng Spring, được thiết kế để đơn giản hóa quá trình phát triển ứng dụng Java. Nó cung cấp các cấu hình mặc định và các công cụ tích hợp sẵn, giúp nhà phát triển nhanh chóng tạo ra các ứng dụng độc lập, sẵn sàng để chạy mà không cần phải cấu hình phức tạp.

**Lý do phổ biến:**

**Đơn giản hóa cấu hình:** Spring Boot tự động cấu hình nhiều thành phần, giảm thiểu công sức cấu hình thủ công.

**Tích hợp sẵn các công cụ:** Nó tích hợp sẵn các công cụ như Tomcat, Jetty, và các thư viện khác, giúp ứng dụng chạy ngay lập tức.

**Microservices**: Spring Boot rất phù hợp để xây dựng các ứng dụng microservices nhờ vào khả năng tạo các ứng dụng độc lập và nhẹ.

**Hỗ trợ Actuator:** Cung cấp các công cụ giám sát và quản lý ứng dụng thông qua Spring Boot Actuator.

1. **Spring Boot Auto-Configuration là gì? Nó hoạt động như thế nào?**

**Spring Boot Auto-Configuration** là cơ chế tự động cấu hình các thành phần của ứng dụng dựa trên các dependencies có trong classpath. Nó giúp giảm thiểu việc cấu hình thủ công bằng cách tự động thiết lập các bean cần thiết.

**Cách hoạt động:**

Spring Boot quét classpath để xác định các thư viện có sẵn.

Dựa trên các thư viện này, nó tự động cấu hình các bean tương ứng. Ví dụ, nếu bạn có thư viện spring-boot-starter-data-jpa trong classpath, Spring Boot sẽ tự động cấu hình DataSource, EntityManager, v.v.

Các cấu hình tự động này có thể được ghi đè bằng cách cung cấp các cấu hình tùy chỉnh trong file **application.properties** hoặc **application.yml**

1. Spring Boot Actuator là gì? Nó dùng để làm gì?

**Spring Boot Actuator** là một module cung cấp các endpoint để giám sát và quản lý ứng dụng Spring Boot. Nó cung cấp các thông tin về sức khỏe, metrics, log, và nhiều thông tin khác của ứng dụng

Các tính năng chính:

**Health Checks**: Kiểm tra tình trạng sức khỏe của ứng dụng.

**Metrics**: Thu thập và hiển thị các chỉ số về hiệu suất.

**Environment**: Hiển thị các thông tin về môi trường.

**Loggers**: Quản lý và cấu hình log.

1. Cách sử dụng @SpringBootApplication annotation?

**@SpringBootApplication** là một annotation kết hợp của ba annotation khác:

**@Configuration:** Đánh dấu lớp là nguồn cấu hình bean.

**@EnableAutoConfiguration:** Kích hoạt cơ chế auto-configuration của Spring Boot.

**@ComponentScan:** Quét các component, service, repository trong package và các package con.

## **Spring Data JPA**

1. **JPA là gì? Nó khác gì với Hibernate?**

**Bản chất:**

JPA là specification (tiêu chuẩn)

Hibernate là implementation (triển khai)

**Vai trò :**

JPA định nghĩa cách thức làm việc với database

Hibernate triển khai các chức năng thực tế

**Tính chất :**

JPA chỉ là interface, không có code triển khai

Hibernate có code logic đầy đủ để xử lý dữ liệu

**JPA (Java Persistence API):** là một đặc tả (**specification**) của Java EE (nay là Jakarta EE) dùng để quản lý mapping giữa các đối tượng Java (POJO) và cơ sở dữ liệu quan hệ (RDBMS). Nó giúp các ứng dụng Java làm việc với cơ sở dữ liệu mà không cần viết SQL thuần, nhờ vào cơ chế **ORM (Object-Relational Mapping)**..

**JPA** chỉ định các annotation và API để thực hiện các thao tác CRUD (Create, Read, Update, Delete) và các truy vấn phức tạp.

**Hibernate**:

**Hibernate** là một framework ORM (Object-Relational Mapping) mã nguồn mở, triển khai đặc tả JPA. Nó cung cấp các tính năng bổ sung ngoài những gì JPA quy định.

**Hibernate** có thể được sử dụng độc lập mà không cần JPA, nhưng nó cũng hỗ trợ đầy đủ các annotation và API của JPA.

Sự khác biệt:

**JPA** là một đặc tả, trong khi **Hibernate** là một triển khai cụ thể của đặc tả đó.

**Hibernate** cung cấp nhiều tính năng mở rộng và tùy chỉnh hơn so với JPA.

Như vậy, JPA và Hibernate không phải là hai thứ đối lập nhau mà là bổ trợ cho nhau, trong đó JPA cung cấp tiêu chuẩn còn Hibernate là một trong những triển khai phổ biến nhất của tiêu chuẩn đó.

1. Sự khác biệt giữa CrudRepository và JpaRepository?

**CrudRepository:** Cung cấp các phương thức CRUD cơ bản như save, findById, findAll, delete, v.v. Nó không hỗ trợ phân trang và sắp xếp.

**JpaRepository:** Kế thừa từ CrudRepository và PagingAndSortingRepository, cung cấp thêm các phương thức liên quan đến phân trang và sắp xếp, cũng như các phương thức JPA-specific như flush, deleteInBatch, v.v.

**Sự khác biệt chính:**

**CrudRepository** chỉ cung cấp các phương thức CRUD cơ bản.

**JpaRepository** cung cấp thêm các phương thức phân trang, sắp xếp, và các phương thức JPA-specific.

1. Cách xử lý transaction trong Spring Data JPA?

**Spring Data JPA** sử dụng cơ chế quản lý transaction của Spring. Bạn có thể sử dụng annotation **@Transactional** để đánh dấu một phương thức hoặc lớp là transactional.

+ Sử dụng **@Transactional** annotation:

Đánh dấu một phương thức hoặc lớp để Spring quản lý transaction

+ Cấu hình transaction manager:

Spring Boot tự động cấu hình PlatformTransactionManager nếu bạn sử dụng Spring Data JPA.

**@Transactional** có thể được sử dụng ở mức lớp hoặc phương thức.

Mặc định, Spring sẽ rollback transaction nếu có một unchecked exception (RuntimeException) được ném ra.

**Annotation** **@Transactional** là một trong những annotation quan trọng nhất trong Spring để quản lý các giao dịch (**transactions**) trong ứng dụng. Nó giúp đảm bảo tính toàn vẹn của dữ liệu bằng cách quản lý các thao tác trên cơ sở dữ liệu trong một phạm vi giao dịch. Dưới đây là chi tiết về cách sử dụng **@Transactional**, từ cơ bản đến nâng cao.

1.Cơ bản về @Transactional

**1.1. Cách sử dụng cơ bản**

Annotation @Transactional được sử dụng để đánh dấu một phương thức hoặc lớp là **transactional**, nghĩa là các thao tác trong phương thức đó sẽ được thực hiện trong một giao dịch.

Khi phương thức được gọi, Spring sẽ tự động bắt đầu một giao dịch. Nếu phương thức thực hiện thành công, giao dịch sẽ được commit. Nếu có ngoại lệ (exception) xảy ra, giao dịch sẽ được rollback.

**1.2. Phạm vi của @Transactional**

**Mức phương thức:** Khi @Transactional được đặt trên một phương thức, chỉ phương thức đó được quản lý bởi giao dịch.

**Mức lớp:** Khi **@Transactional** được đặt trên một lớp, tất cả các phương thức public trong lớp đó sẽ được quản lý bởi giao dịch.

2. Các thuộc tính của @Transactional

Annotation **@Transactional** có nhiều thuộc tính để tùy chỉnh hành vi của giao dịch. Dưới đây là các thuộc tính quan trọng

**2.1. propagation**

Định nghĩa cách thức lan truyền (propagation) của giao dịch. Có các giá trị sau:

**Propagation.REQUIRED (mặc định):** Nếu đã có giao dịch hiện tại, sử dụng giao dịch đó. Nếu không, tạo giao dịch mới.

**Propagation.REQUIRES\_NEW:** Luôn tạo một giao dịch mới, tạm dừng giao dịch hiện tại (nếu có).

**Propagation.SUPPORTS:** Sử dụng giao dịch hiện tại (nếu có), nếu không, thực hiện không có giao dịch.

**Propagation.NOT\_SUPPORTED:** Thực hiện không có giao dịch, tạm dừng giao dịch hiện tại (nếu có).

**Propagation.MANDATORY:** Bắt buộc phải có giao dịch hiện tại, nếu không sẽ ném ra ngoại lệ.

**Propagation.NEVER:** Không được phép có giao dịch hiện tại, nếu có sẽ ném ra ngoại lệ.

**Propagation.NESTED:** Tạo một giao dịch con (nested transaction) trong giao dịch hiện tại (nếu có).

**2.2. isolation**

Định nghĩa mức độ cô lập (isolation) của giao dịch. Có các giá trị sau:

**Isolation.DEFAULT (mặc định):** Sử dụng mức cô lập mặc định của cơ sở dữ liệu.

**Isolation.READ\_UNCOMMITTED:** Cho phép đọc dữ liệu chưa được commit (có thể dẫn đến dirty reads).

**Isolation.READ\_COMMITTED:** Chỉ cho phép đọc dữ liệu đã được commit.

**Isolation.REPEATABLE\_READ:** Đảm bảo rằng nếu một transaction đọc cùng một dữ liệu nhiều lần, kết quả sẽ giống nhau.

**Isolation.SERIALIZABLE:** Mức cô lập cao nhất, đảm bảo không có dirty reads, non-repeatable reads, và phantom reads.

**2.3. readOnly**

Chỉ định giao dịch là chỉ đọc (read-only). Mặc định là false.

Khi **readOnly = true,** Spring có thể tối ưu hóa hiệu suất bằng cách sử dụng các cơ chế như **connection pooling.**

**2.4. timeout**

Chỉ định thời gian tối đa (tính bằng giây) mà giao dịch có thể thực hiện. Nếu vượt quá thời gian này, giao dịch sẽ bị rollback.

Mặc định là -1 (không giới hạn thời gian).

**2.5. rollbackFor và noRollbackFor**

**rollbackFor**: Chỉ định các ngoại lệ cụ thể sẽ kích hoạt rollback.

**noRollbackFor:** Chỉ định các ngoại lệ cụ thể sẽ không kích hoạt rollback.

3. Các vấn đề nâng cao

**3.1. Self-invocation (Gọi nội bộ)**

Khi một phương thức trong cùng một lớp gọi một phương thức khác có **@Transactional**, giao dịch sẽ không được áp dụng do cơ chế proxy của Spring.

Giải pháp: Sử dụng AspectJ hoặc tách phương thức sang một lớp dịch vụ khác.

**3.2. Transactional với nhiều DataSources**

Khi ứng dụng sử dụng nhiều nguồn dữ liệu (DataSources), bạn cần cấu hình nhiều transaction managers.

Sử dụng **@Transactional** với thuộc tính value để chỉ định transaction manager cụ thể.

**3.3. Transactional với Event Listeners**

Khi sử dụng Spring Events, bạn có thể muốn gửi sự kiện sau khi giao dịch được commit.

Sử dụng @TransactionalEventListener để lắng nghe sự kiện sau khi giao dịch hoàn tất.

## **Spring Security**

1. Spring Security là gì? Nó dùng để làm gì?
2. Cách cấu hình Spring Security để bảo vệ ứng dụng?
3. Sự khác biệt giữa Authentication và Authorization?

**Authentication (Xác thực):** Là quá trình xác minh danh tính của người dùng. Ví dụ: Khi người dùng đăng nhập bằng username và password, hệ thống sẽ kiểm tra xem thông tin đó có hợp lệ hay không.

**Authorization (Ủy quyền):** Là quá trình kiểm tra quyền truy cập của người dùng đã được xác thực. Ví dụ: Sau khi đăng nhập, hệ thống sẽ kiểm tra xem người dùng có quyền truy cập vào một tài nguyên cụ thể hay không.

Tóm tắt:

**Authentication**: "Bạn là ai?"

**Authorization**: "Bạn có quyền làm gì?"

1. Cách sử dụng JWT (JSON Web Token) trong Spring Security?

**4.1: JWT (JSON Web Token)** là một chuẩn mở (RFC 7519) định nghĩa cách truyền thông tin an toàn giữa các bên dưới dạng JSON object. JWT thường được sử dụng để xác thực (authentication) và ủy quyền (authorization) trong các ứng dụng web và API. Token này có thể được ký (signed) để đảm bảo tính toàn vẹn và mã hóa (encrypted) để bảo mật thông tin.

Một JWT bao gồm 3 phần, được phân tách bằng dấu chấm (.):

1. **Header**:

Chứa thông tin về loại token (typ) và thuật toán ký (alg), ví dụ: HMAC SHA256 hoặc RSA.

1. **Payload**:

* Chứa các thông tin (claims) về người dùng hoặc dữ liệu khác. Có 3 loại claims:

**Registered Claims**: Các claims được định nghĩa sẵn, ví dụ: iss (issuer), exp (expiration time), sub (subject), aud (audience).

**Public Claims**: Các claims tùy chỉnh, có thể được định nghĩa bởi người dùng.

**Private Claims**: Các claims dùng để chia sẻ thông tin giữa các bên.

1. **Signature**:

Được tạo bằng cách mã hóa (encode) header và payload, sau đó ký (sign) bằng thuật toán được chỉ định trong header.

**4.2: Tại sao sử dụng JWT?**

**Stateless (Không lưu trữ trạng thái):**

JWT chứa tất cả thông tin cần thiết trong chính nó, không cần lưu trữ trên server. Điều này giúp giảm tải cho server và dễ dàng mở rộng hệ thống.

**Bảo mật:**

JWT có thể được ký (signed) để đảm bảo tính toàn vẹn và mã hóa (encrypted) để bảo mật thông tin.

**Linh hoạt:**

JWT có thể chứa bất kỳ thông tin nào, phù hợp với nhiều trường hợp sử dụng khác nhau.

**Dễ dàng tích hợp:**

JWT có thể được sử dụng trong nhiều ngôn ngữ và framework khác nhau.

**4.3: Cách hoạt động của JWT trong Spring Security**

1. Người dùng đăng nhập:

Người dùng gửi thông tin đăng nhập (username/password) đến server.

Server xác thực thông tin và tạo JWT chứa thông tin người dùng (ví dụ: username, roles).

2. Server trả về JWT:

Server trả về JWT cho client (thường qua header hoặc body của response).

3. Client sử dụng JWT:

Client lưu trữ JWT (thường trong localStorage hoặc cookies).

Trong các request tiếp theo, client gửi JWT trong header Authorization::

![](data:image/png;base64,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)

Trong sơ đồ trên:

**Client**: Ứng dụng hoặc dịch vụ gọi đến API của chúng ta

**Auth Service**: Dịch vụ xử lý đăng ký và xác thực người dùng

**JWT Validator**: Bộ phận kiểm tra tính hợp lệ của token

**Resource Server**: Máy chủ chứa các tài nguyên cần bảo vệ.

1. Làm thế nào để triển khai OAuth2 trong Spring Security?

## **Spring Integration**

1. Spring Integration là gì? Nó dùng để làm gì?

**Spring Integration**: Là một framework mở rộng của Spring, dùng để tích hợp các hệ thống khác nhau thông qua các kênh (channels) và endpoints.

**Mục đích:** Giúp xây dựng các ứng dụng tích hợp dễ dàng và linh hoạt.

1. Các thành phần chính trong Spring Integration (Message, Channel, Endpoint)?

**Message**: Đơn vị dữ liệu được trao đổi giữa các thành phần.

**Channel**: Kênh truyền thông giữa các thành phần.

**Endpoint**: Các thành phần xử lý message (ví dụ: service activator, transformer).

1. Làm thế nào để tích hợp Spring Integration với hệ thống bên ngoài (ví dụ: JMS, FTP)?

Sử dụng các adapter như **JmsMessageDrivenChannelAdapter** hoặc **FtpInboundFileSynchronizer**.

1. Sự khác biệt giữa Point-to-Point Channel và Publish-Subscribe Channel?

**Point-to-Point**: Một message được gửi đến một consumer duy nhất.

**Publish-Subscribe**: Một message được gửi đến nhiều consumer.

1. **Cách sử dụng @Transformer, @Filter, và @Router trong Spring Integration?**

**@Transformer:** Chuyển đổi message từ dạng này sang dạngkhác**.**

**@Filter**: Lọc message dựa trên điều kiện.

**@Router:** Định tuyến message đến các kênh khác nhau.

1. **Làm thế nào để xử lý lỗi trong Spring Integration?**
2. **Cách tích hợp Spring Integration với Kafka hoặc RabbitMQ?**
3. **Spring Integration DSL là gì? Cho ví dụ về cách sử dụng.**
4. **Làm thế nào để monitor và debug các luồng tích hợp trong Spring Integration?**
5. **Cách sử dụng Spring Integration để xử lý bất đồng bộ?**

## **Java Core**

**Java Basics**

1. Sự khác biệt giữa JDK, JRE, và JVM?

**JDK (Java Development Kit):** Cung cấp công cụ để phát triển ứng dụng Java (compiler, debugger).

**JRE (Java Runtime Environment):** Cung cấp môi trường để chạy ứng dụng Java.

**JVM (Java Virtual Machine):** Thực thi bytecode và quản lý bộ nhớ.

### **Các tính năng chính của Java?**

Đơn giản, hướng đối tượng, độc lập nền tảng, bảo mật, đa luồng, hiệu suất cao.

1. **Sự khác biệt giữa == và .equals()?**

**==:** So sánh tham chiếu (địa chỉ bộ nhớ).

**.equals():** So sánh giá trị (có thể được override).

1. String trong Java là immutable. Tại sao?

**Immutable:** Đảm bảo an toàn luồng (thread-safe), tối ưu hóa bộ nhớ (string pool).

1. Sự khác biệt giữa String, StringBuilder, và StringBuffer?

**String:** Immutable**.**

**StringBuilder:** Mutable, không đồng bộ.

**StringBuffer:** Mutable, đồng bộ.

### **Các kiểu dữ liệu nguyên thủy (primitive types) trong Java?**

**Kiểu số nguyên:**

**byte**: 8-bit, giá trị từ -128 đến 127**.**

**short:** 16-bit, giá trị từ -32,768 đến 32,767.

**int:** 32-bit, giá trị từ -2^31 đến 2^31 - 1.

**long:** 64-bit, giá trị từ -2^63 đến 2^63 - 1.

**Kiểu số thực:**

**float:** 32-bit, dùng cho số thực dấu phẩy động.

**double**: 64-bit, dùng cho số thực dấu phẩy động với độ chính xác cao hơn.

**Kiểu ký tự:**

**char:** 16-bit, dùng để lưu trữ một ký tự Unicode.

**Kiểu logic:**

**boolean:** Chỉ có hai giá trị là true hoặc false.

1. Wrapper classes trong Java là gì? Tại sao chúng được sử dụng?

**Wrapper classes** là các lớp đối tượng (object) tương ứng với các kiểu dữ liệu nguyên thủy (primitive types).

**Hỗ trợ Collections Framework:** Các collection (như ArrayList, HashMap) chỉ làm việc với các đối tượng, không làm việc với kiểu nguyên thủy.

**Cung cấp các phương thức tiện ích:** Ví dụ: Integer.parseInt(), Double.toString(), v.v.

**Hỗ trợ Autoboxing và Unboxing:** Tự động chuyển đổi giữa kiểu nguyên thủy và wrapper class.

**Autoboxing:** Chuyển đổi tự động từ kiểu nguyên thủy sang wrapper class.

**Unboxing:** Chuyển đổi tự động từ wrapper class sang kiểu nguyên thủy.

1. Sự khác biệt giữa final, finally, và finalize?

**final:** Là một từ khóa dùng để đánh dấu một thực thể là không thể thay đổi.

**Có thể áp dụng cho:**

**Biến:**Biến không thể thay đổi giá trị sau khi khởi tạo.

**Phương thức:** Phương thức không thể ghi đè (override) trong lớp con.

**Lớp:** Lớp không thể kế thừa.

**finally:** Là một khối trong cấu trúc try-catch-finally, luôn được thực thi dù có ngoại lệ (exception) xảy ra hay không.

**finalize:** Là một phương thức của lớp Object, được gọi bởi Garbage Collector trước khi đối tượng bị thu hồi bộ nhớ.

9. Sự khác biệt giữa ArrayList và LinkedList?

**Cả ArrayList và LinkedList**đều là các lớp triển khai của interface List trong Java, nhưng chúng có cách tổ chức dữ liệu và hiệu suất khác nhau tùy thuộc vào trường hợp sử dụng. Dưới đây là sự khác biệt chính giữa chúng:

**1. Cấu trúc dữ liệu**

**ArrayList:**

Sử dụng một mảng động (dynamic array) để lưu trữ các phần tử.

Khi kích thước vượt quá dung lượng hiện tại, ArrayList tự động tăng kích thước mảng (thường là gấp đôi).

**LinkedList:**

Sử dụng danh sách liên kết đôi (doubly linked list) để lưu trữ các phần tử.

Mỗi phần tử (node) trong LinkedList chứa dữ liệu và hai tham chiếu (con trỏ) đến phần tử trước và sau.

**2. Hiệu suất**

**Thao tác** ArrayList LinkedList

**Truy cập phần tử** O(1) O(n)

**Thêm phần tử ở đầu** O(n) (do phải dịch chuyển các phần tử) O(1)

**Thêm phần tử ở cuối** O(1) (nếu không cần mở rộng mảng) O(1)

**Thêm phần tử ở giữa** O(n) O(1) (nếu đã biết vị trí chèn)

**Xóa phần tử ở đầu** O(n) O(1)

**Xóa phần tử ở cuối** O(1) O(1)

**Xóa phần tử ở giữa** O(n) O(1) (nếu đã biết vị trí xóa)

**Tìm kiếm phần tử** O(n) O(n)

**3. Ưu điểm**

**ArrayList:**

Truy cập ngẫu nhiên (random access) nhanh (O(1)).

Hiệu suất tốt khi thêm/xóa phần tử ở cuối danh sách.

Tiết kiệm bộ nhớ hơn vì chỉ lưu trữ dữ liệu, không cần lưu thêm con trỏ.

**LinkedList:**

Thêm/xóa phần tử ở đầu hoặc giữa danh sách nhanh (O(1)).

Linh hoạt hơn khi cần thay đổi cấu trúc dữ liệu thường xuyên.

1. **Nhược điểm**

**ArrayList:**

Thêm/xóa phần tử ở đầu hoặc giữa danh sách chậm (O(n)) do phải dịch chuyển các phần tử.

Cần mở rộng mảng khi vượt quá dung lượng, gây tốn chi phí**.**

**LinkedList:**

Truy cập ngẫu nhiên chậm (O(n)) do phải duyệt từ đầu hoặc cuối danh sách.

Tốn bộ nhớ hơn do lưu trữ thêm con trỏ.

**Sử dụng ArrayList khi:**

Cần truy cập phần tử thường xuyên (ví dụ: đọc dữ liệu từ danh sách).

Thêm/xóa phần tử chủ yếu ở cuối danh sách.

Cần tiết kiệm bộ nhớ.

**Sử dụng LinkedList khi:**

Cần thêm/xóa phần tử thường xuyên ở đầu hoặc giữa danh sách.

Không cần truy cập ngẫu nhiên thường xuyên.

Cần một cấu trúc dữ liệu linh hoạt.

**Kết luận**

**ArrayList**: Phù hợp khi cần truy cập phần tử nhanh và thêm/xóa phần tử ở cuối danh sách.

**LinkedList**: Phù hợp khi cần thêm/xóa phần tử thường xuyên ở đầu hoặc giữa danh sách.

## **OOP (Object-Oriented Programming)**

1. 4 nguyên lý cơ bản của OOP? Giải thích từng nguyên lý.

**a. Encapsulation (Đóng gói)**

**Định nghĩa**: Đóng gói dữ liệu và phương thức liên quan vào một đơn vị (class), đồng thời kiểm soát quyền truy cập vào dữ liệu thông qua các access modifiers.

**Mục đích:** Bảo vệ dữ liệu khỏi truy cập trái phép và đảm bảo tính toàn vẹn của dữ liệu.

**b. Inheritance (Kế thừa)**

**Định nghĩa:** Cho phép một class (lớp con) kế thừa các thuộc tính và phương thức từ một class khác (lớp cha).

**Mục đích:** Tái sử dụng code và tạo ra mối quan hệ "is-a" giữa các lớp.

**c. Polymorphism (Đa hình)**

**Định nghĩa**: Khả năng một đối tượng có thể thực hiện các hành động khác nhau tùy thuộc vào ngữ cảnh.

**Mục đích:** Làm cho code linh hoạt và dễ mở rộng.

**d. Abstraction (Trừu tượng hóa)**

**Định nghĩa:** Ẩn đi các chi tiết phức tạp và chỉ hiển thị các tính năng cần thiết.

**Mục đích:** Giảm độ phức tạp và tập trung vào các khía cạnh quan trọng.

2. Sự khác biệt giữa lớp trừu tượng (abstract class) và interface?

**Abstract Class Interface**

Có thể chứa phương thức có thân (implemented). Chỉ chứa phương thức không có thân (trước Java 8).

Có thể chứa các biến instance. Chỉ chứa các biến static final (hằng số).

Một lớp chỉ có thể kế thừa một abstract class. Một lớp có thể implement nhiều interface.

Dùng để chia sẻ code giữa các lớp con. Dùng để định nghĩa một hợp đồng (contract).

3. Overloading và Overriding là gì? Cho ví dụ.

**Overloading (Nạp chồng)**

**Định nghĩa:** Cùng một tên phương thức nhưng khác nhau về số lượng hoặc kiểu tham số.

**Overriding (Ghi đè)**

**Định nghĩa**: Lớp con định nghĩa lại phương thức của lớp cha.

### **4. Sự khác biệt giữa public, private, protected, và default access modifiers**?

5. Cách sử dụng super và this trong Java?

**super:** Dùng để truy cập các thành phần (phương thức, biến) của lớp cha.

**this:** Dùng để tham chiếu đến đối tượng hiện tại.

6. Sự khác biệt giữa composition và inheritance?

**Composition Inheritance**

Mối quan hệ "has-a" (có một). Mối quan hệ "is-a" (là một).

Lớp chứa đối tượng của lớp khác. Lớp con kế thừa từ lớp cha.

Linh hoạt hơn, dễ thay đổi. Cứng nhắc hơn, khó thay đổi.

Ví dụ: Car có một Engine. Ví dụ: Dog là một Animal.

7. Cách sử dụng static trong Java?

**Biến static:** Dùng chung cho tất cả các đối tượng của lớp.

**Phương thức static:** Gọi trực tiếp từ tên lớp mà không cần tạo đối tượng.

## **Collections**

1. Các interface chính trong Java Collections Framework?

**Java Collections Framework bao gồm các interface chính sau:**

**Collection**: Interface gốc, đại diện cho một nhóm các đối tượng (elements).

**List**: Một collection có thứ tự, cho phép trùng lặp phần tử.

**Set**: Một collection không có thứ tự, không cho phép trùng lặp phần tử.

**Map**: Lưu trữ dữ liệu dưới dạng cặp key-value, không cho phép trùng lặp key.

**Queue**: Một collection dùng để lưu trữ các phần tử trước khi xử lý (FIFO hoặc LIFO).

**Deque:** Một queue hai đầu (Double-Ended Queue).

2. Sự khác biệt giữa List, Set, và Map?

|  |  |  |  |
| --- | --- | --- | --- |
| **Đặc điểm** | **List** | **Set** | **Map** |
| Thứ tự | Có thứ tự (theo chỉ số). | Không có thứ tự. | Không có thứ tự (trừ LinkedHashMap). |
| Trùng lặp | Cho phép trùng lặp phần tử. | Không cho phép trùng lặp phần tử. | Không cho phép trùng lặp key. |
| Cấu trúc dữ liệu | Dựa trên chỉ số (index). | Dựa trên hash table hoặc cây. | Dựa trên cặp key-value. |
| Ví dụ | ArrayList, LinkedList. | HashSet, TreeSet. | HashMap, TreeMap. |

3. Cách sử dụng HashMap? Làm thế nào nó hoạt động?

**Cách hoạt động của HashMap**

**Hash Table:** HashMap sử dụng một mảng (array) để lưu trữ các bucket.

**Hash Function:** Mỗi key được ánh xạ thành một index trong mảng thông qua hash function.

**Collision Handling:** Nếu nhiều key có cùng hash value, chúng được lưu trữ trong một linked list hoặc cây (từ Java 8).

4. Sự khác biệt giữa HashMap và Hashtable?

|  |  |  |
| --- | --- | --- |
| **Đặc điểm** | **HashMap** | **Hashtable** |
| Đồng bộ (Synchronized) | Không đồng bộ. | Đồng bộ (thread-safe). |
| Cho phép null | Cho phép một key null và nhiều value null. | Không cho phép key hoặc value null. |
| Hiệu suất | Nhanh hơn vì không đồng bộ. | Chậm hơn vì đồng bộ. |
| Kế thừa | Kế thừa từ AbstractMap. | Kế thừa từ Dictionary. |

5. Cách sử dụng Comparator và Comparable?

**Comparable:**  Interface để sắp xếp các đối tượng dựa trên thuộc tính tự nhiên (natural ordering).

**Comparator**: Interface để sắp xếp các đối tượng dựa trên logic tùy chỉnh.

6. Sự khác biệt giữa ArrayList và Vector?

|  |  |  |
| --- | --- | --- |
| Đặc điểm | ArrayList | Vector |
| Đồng bộ (Synchronized) | Không đồng bộ. | Đồng bộ (thread-safe). |
| Hiệu suất | Nhanh hơn vì không đồng bộ. | Chậm hơn vì đồng bộ. |
| Tăng kích thước | Tăng 50% kích thước hiện tại. | Tăng gấp đôi kích thước hiện tại. |
| Kế thừa | Kế thừa từ AbstractList. | Kế thừa từ AbstractList. |

7. Cách sử dụng Iterator và ListIterator?

**Iterator:** Dùng để duyệt qua các phần tử của collection.

**ListIterator:** Dùng để duyệt qua các phần tử của List, hỗ trợ duyệt cả hai chiều (tiến và lùi).

8. Concurrent Collections trong Java là gì? Cho ví dụ.

**Định nghĩa:** Các collection được thiết kế để hỗ trợ đa luồng (thread-safe) mà không cần đồng bộ hóa bên ngoài.

9. So sánh Array và ArratList?

|  |  |  |
| --- | --- | --- |
| Đặc điểm | Array | ArrayList |
| Kích thước | Cố định (không thể thay đổi sau khi khai báo). | Linh hoạt (có thể thay đổi kích thước động). |
| Cú pháp khai báo | int[] arr = new int[10]; | ArrayList<Integer> list = new ArrayList<>(); |
| Kiểu dữ liệu | Chỉ hỗ trợ kiểu dữ liệu nguyên thủy và đối tượng. | Chỉ hỗ trợ kiểu dữ liệu đối tượng (sử dụng wrapper class cho kiểu nguyên thủy). |
| Hiệu suất | Nhanh hơn do truy cập trực tiếp bằng chỉ số. | Chậm hơn do cần thêm các thao tác quản lý bộ nhớ động. |
| Bộ nhớ | Tiết kiệm bộ nhớ hơn. | Tốn nhiều bộ nhớ hơn do lưu trữ thêm thông tin về kích thước và các phương thức hỗ trợ. |
| Thao tác thêm/xóa phần tử | Không hỗ trợ thêm/xóa phần tử. | Hỗ trợ thêm/xóa phần tử linh hoạt. |
| Các phương thức hỗ trợ | Không có phương thức hỗ trợ sẵn. | Có nhiều phương thức hỗ trợ như add(), remove(), get(), set(), v.v. |
| Đồng bộ (Thread-safe) | Không đồng bộ. | Không đồng bộ (cần sử dụng Collections.synchronizedList để đồng bộ). |
| Kích thước mặc định | Kích thước được chỉ định khi khai báo. | Kích thước mặc định là 10, tự động tăng khi cần. |
| Ví dụ | int[] arr = {1, 2, 3}; | ArrayList<Integer> list = new ArrayList<>(Arrays.asList(1, 2, 3)); |

10. Sự khác biệt giữa parallelStream và stream?

|  |  |  |
| --- | --- | --- |
| Đặc điểm | stream | parallelStream |
| Xử lý | Tuần tự (single-threaded). | Song song (multi-threaded). |
| Hiệu suất | Phù hợp với dữ liệu nhỏ. | Phù hợp với dữ liệu lớn và xử lý phức tạp. |
| Ví dụ | list.stream().forEach(...) | list.parallelStream().forEach(...) |

**Multithreading**

1. **Cách tạo một thread trong Java?**
2. **Sự khác biệt giữa Thread và Runnable?**
3. **Cách sử dụng synchronized trong Java?**
4. **Sự khác biệt giữa wait(), notify(), và notifyAll()?**
5. **Cách sử dụng ExecutorService để quản lý thread pool?**
6. **Sự khác biệt giữa Callable và Runnable?**
7. **Cách sử dụng Future và CompletableFuture?**
8. **Deadlock là gì? Làm thế nào để tránh deadlock?**
9. **Cách sử dụng volatile trong Java?**
10. **Sự khác biệt giữa ReentrantLock và synchronized**?

**Exception Handling**

1. **Sự khác biệt giữa checked và unchecked exceptions?**
2. **Cách sử dụng try-catch-finally?**
3. **Sự khác biệt giữa throw và throws?**
4. **Cách tạo một custom exception?**
5. **Cách sử dụng try-with-resources?**

**4. Câu hỏi kỹ năng mềm**

1. Bạn đã từng làm việc trong một dự án lớn với nhiều thành viên chưa? Bạn đã đóng góp như thế nào?
2. Làm thế nào để bạn quản lý thời gian và ưu tiên công việc khi có nhiều task cùng lúc?
3. Bạn đã từng gặp xung đột trong team chưa? Bạn đã giải quyết như thế nào?
4. Bạn đã từng xử lý sự cố trên production chưa? Hãy kể về một tình huống cụ thể.
5. Làm thế nào để bạn học một công nghệ mới?

**1. Câu hỏi nâng cao về Spring Framework**

**Spring Core**

1. Làm thế nào để tạo một custom BeanPostProcessor trong Spring? Cho ví dụ.
2. Cách sử dụng @Conditional annotation trong Spring? Khi nào nên sử dụng nó?
3. Spring FactoryBean là gì? Khi nào nên sử dụng nó?
4. Cách sử dụng @Import và @ImportResource trong Spring?
5. Làm thế nào để tạo một custom scope trong Spring? Cho ví dụ.

**Spring Boot**

1. Cách tạo một custom Spring Boot Starter?
2. Làm thế nào để tối ưu hóa hiệu suất của ứng dụng Spring Boot?
3. Cách sử dụng @ConfigurationProperties để binding dữ liệu từ file cấu hình?
4. Làm thế nào để tích hợp Spring Boot với GraphQL?
5. Cách sử dụng Spring Boot Actuator để monitor và quản lý ứng dụng?

**Spring Security**

1. Cách triển khai OAuth2 Resource Server trong Spring Security?
2. Làm thế nào để tích hợp Spring Security với Keycloak?
3. Cách sử dụng @PreAuthorize và @PostAuthorize để kiểm soát quyền truy cập?
4. Làm thế nào để triển khai Multi-Tenancy Security trong Spring Security?
5. Cách sử dụng Spring Security để bảo vệ WebSocket?

**Spring Data JPA**

1. Cách sử dụng @EntityGraph để tối ưu hóa truy vấn JPA?
2. Làm thế nào để sử dụng @Query với native query trong Spring Data JPA?
3. Cách triển khai Auditing (ghi lại thay đổi) trong Spring Data JPA?
4. Làm thế nào để sử dụng @Modifying và @Transactional trong Spring Data JPA?
5. Cách sử dụng Specification và Criteria API trong Spring Data JPA?

**2. Câu hỏi nâng cao về Spring Integration**

1. Làm thế nào để xử lý lỗi (error handling) trong Spring Integration?
2. Cách sử dụng Aggregator và Splitter trong Spring Integration?
3. Làm thế nào để tích hợp Spring Integration với Apache Kafka?
4. Cách sử dụng MessageChannel và MessageHandler để xử lý message?
5. Làm thế nào để triển khai một hệ thống event-driven sử dụng Spring Integration?

**3. Câu hỏi nâng cao về Java Core**

**Java Memory Model**

1. Java Memory Model (JMM) là gì? Giải thích về happens-before relationship.
2. Cách sử dụng volatile để đảm bảo tính nhất quán trong đa luồng?
3. Sự khác biệt giữa synchronized và ReentrantLock? Khi nào nên sử dụng từng loại?
4. Làm thế nào để tránh deadlock trong Java?
5. Cách sử dụng ThreadLocal trong Java? Khi nào nên sử dụng nó?

**Concurrency**

1. Cách sử dụng CompletableFuture để xử lý bất đồng bộ trong Java?
2. Làm thế nào để sử dụng ForkJoinPool và RecursiveTask?
3. Cách sử dụng StampedLock để tối ưu hóa hiệu suất trong đa luồng?
4. Làm thế nào để triển khai một custom ThreadPoolExecutor?
5. Cách sử dụng Phaser để đồng bộ hóa các luồng trong Java?

**Performance Tuning**

1. Làm thế nào để tối ưu hóa hiệu suất của ứng dụng Java?
2. Cách sử dụng Java Flight Recorder (JFR) để phân tích hiệu suất?
3. Làm thế nào để sử dụng Garbage Collection tuning để cải thiện hiệu suất?
4. Cách sử dụng JMH (Java Microbenchmark Harness) để đo lường hiệu suất?
5. Làm thế nào để sử dụng Profiling Tools như VisualVM hoặc YourKit?

**4. Câu hỏi nâng cao về Java Collection Framework**

1. Cách sử dụng ConcurrentHashMap để đảm bảo thread-safe?
2. Làm thế nào để triển khai một custom Comparator và Comparable?
3. Cách sử dụng Stream API để xử lý dữ liệu trong Java 8?
4. Làm thế nào để sử dụng Collectors để nhóm dữ liệu trong Stream API?
5. Cách sử dụng Spliterator để chia nhỏ và xử lý dữ liệu song song?

**5. Câu hỏi nâng cao về Hibernate**

Hibernate Core

1. Cách sử dụng @BatchSize để tối ưu hóa truy vấn trong Hibernate?
2. Làm thế nào để sử dụng @Fetch và @FetchMode để điều khiển fetching strategy?
3. Cách sử dụng @Filter để lọc dữ liệu trong Hibernate?
4. Làm thế nào để sử dụng @NamedQuery và @NamedNativeQuery trong Hibernate?
5. Cách sử dụng @Version để triển khai optimistic locking trong Hibernate?

**Performance Tuning**

1. Làm thế nào để tối ưu hóa hiệu suất của ứng dụng sử dụng Hibernate?
2. Cách sử dụng Second-Level Cache trong Hibernate?
3. Làm thế nào để sử dụng Query Cache để tối ưu hóa truy vấn?
4. Cách sử dụng Batch Processing để cải thiện hiệu suất khi xử lý dữ liệu lớn?
5. Làm thế nào để sử dụng Stateless Session trong Hibernate?

**Advanced Mapping**

1. Cách sử dụng @Inheritance để triển khai inheritance mapping trong Hibernate?
2. Làm thế nào để sử dụng @ElementCollection để mapping collections trong Hibernate?
3. Cách sử dụng @JoinTable và @JoinColumn để mapping quan hệ nhiều-nhiều?
4. Làm thế nào để sử dụng @Embeddable và @Embedded để mapping composite keys?
5. Cách sử dụng @Formula để tính toán giá trị động trong Hibernate?

**6. Câu hỏi về Design Patterns và Best Practices**

1. Làm thế nào để áp dụng Dependency Injection (DI) trong Spring một cách hiệu quả?
2. Cách sử dụng Factory Pattern để tạo đối tượng trong Spring?
3. Làm thế nào để áp dụng Proxy Pattern trong Spring AOP?
4. Cách sử dụng Builder Pattern để tạo đối tượng phức tạp trong Java?
5. Làm thế nào để áp dụng Observer Pattern trong Spring Integration?

**7. Câu hỏi về Testing**

1. Cách sử dụng Mockito để viết unit test trong Spring?
2. Làm thế nào để sử dụng Spring Boot Test để viết integration test?
3. Cách sử dụng Testcontainers để kiểm thử ứng dụng với database thật?
4. Làm thế nào để sử dụng JUnit 5 để viết unit test trong Java?
5. Cách sử dụng WireMock để mock các dịch vụ bên ngoài trong Spring Boot?
6. **Làm thế nào để đảm bảo tính nhất quán dữ liệu trong hệ thống Microservices?**

Để đảm bảo tính nhất quán dữ liệu trong hệ thống Microservices, tôi thường áp dụng các phương pháp sau:

1. **Saga Pattern**: Sử dụng Saga để quản lý các giao dịch phân tán. Mỗi service thực hiện một phần của giao dịch và gửi event để service tiếp theo xử lý. Nếu có lỗi, các compensating transaction sẽ được thực hiện để rollback.
2. **Eventual Consistency**: Chấp nhận tính nhất quán cuối cùng bằng cách sử dụng message queue (như RabbitMQ hoặc Kafka) để đồng bộ dữ liệu giữa các service.
3. **Distributed Locking**: Sử dụng distributed lock (ví dụ: Redis Lock) để đảm bảo chỉ một service có thể thay đổi dữ liệu tại một thời điểm.
4. **Database per Service**: Mỗi service có database riêng để tránh tranh chấp dữ liệu.
5. **Bạn hiểu gì về kiến trúc event-driven? Làm thế nào để xử lý message loss trong RabbitMQ?**

Kiến trúc event-driven là một mô hình trong đó các service giao tiếp thông qua events (sự kiện). Khi một service thực hiện một hành động, nó sẽ publish một event, và các service khác subscribe để xử lý event đó.

Để xử lý message loss trong RabbitMQ, tôi thường áp dụng các phương pháp sau:

**+ Message Acknowledgment**: Đảm bảo consumer gửi acknowledgment sau khi xử lý message thành công.

**+ Persistent Messages**: Đánh dấu message là persistent để RabbitMQ lưu message vào disk, tránh mất dữ liệu khi server crash.

**+ Dead Letter Exchange (DLX):** Sử dụng DLX để xử lý các message không thể xử lý được sau một số lần retry.

**+ Monitoring và Alerts**: Sử dụng công cụ như Prometheus và Grafana để theo dõi hệ thống và cảnh báo sớm khi có sự cố.

1. **Làm thế nào để thiết kế một API RESTful tốt?**

**RESTful Principles**: Sử dụng đúng HTTP methods (GET, POST, PUT, DELETE) và status codes (200, 201, 400, 404, 500).

**Versioning**: Sử dụng versioning (ví dụ: /api/v1/resource) để đảm bảo tương thích ngược.

**Documentation**: Sử dụng Swagger để tạo tài liệu API chi tiết và dễ hiểu.

**Security**: Áp dụng OAuth2 hoặc JWT để bảo mật API.

**Pagination và Filtering**: Hỗ trợ pagination và filtering để tối ưu hiệu suất.

Thiết kế một hệ thống có thể chịu được **150 triệu request/ngày** (khoảng **1,736 request/giây**) đòi hỏi phải áp dụng các nguyên tắc kiến trúc hiệu suất cao, khả năng mở rộng (scalability), và độ tin cậy (reliability).

**1. Đảm bảo perfomance**

**Cân bằng tải với Load Balancer**: Load Balancer là một thiết bị (phần cứng hoặc phần mềm) cho phép cân bằng tải đến nhiều server.
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**Phân tán dữ liệu với Content Delivery Network (CDN):** CDN là một mạng lưới các server được phân bố trên nhiều khu vực.

**Caching**: Cache là một kĩ thuật để tăng tốc độ đọc dữ liệu, bằng cách lưu dữ liệu sẵn vào cache server để tăng tốc độ đọc ở những lần sau.

**2. Đảm bảo Availability**

**Master/Slave:** Thay vì chỉ chạy 1 server, ta chạy 2 hoặc nhiều hơn. 1 server chính gọi là master, các server còn lại là slave. Khi master có vấn đề (sập nguồn hay crash), một slave sẽ được chỉ định để lên thay thế master.

**Replication**: Thường được kết hợp chung với Load Balancer. Code của ứng dụng sẽ được deploy lên nhiều server. Khi có 1 server die, load balancer sẽ chuyển request sang server khác, đảm bảo request vẫn được thực hiện.

**3. Đảm bảo scalability**

**Vertical Scaling**: Tăng sức mạnh phần cứng cho server

**Horizontal Scaling**: Thay vì tăng sức mạnh cho 1 server, ta thêm nhiều server vào hệ thống và chạy cùng lúc.

1. **Bộ nhớ trong Java**

**4.1 Bộ nhớ Stack (Stack Memory)**

**Mục đích:** Lưu trữ các biến cục bộ (local variables), tham số của phương thức, và các lời gọi phương thức (method calls).

**Đặc điểm:**

Hoạt động theo cơ chế LIFO (Last In First Out).

Mỗi luồng (thread) có một stack riêng.

Kích thước nhỏ hơn so với Heap.

Tốc độ truy cập nhanh hơn Heap.

Bộ nhớ được giải phóng tự động khi phương thức kết thúc.

**4.** **2. Bộ nhớ Heap (Heap Memory)**

**Mục đích**: Lưu trữ các đối tượng (objects) và biến instance (instance variables).

**Đặc điểm:**

Tất cả các đối tượng được tạo bằng từ khóa new đều được lưu trong Heap.

Heap được chia sẻ giữa tất cả các luồng (threads).

Kích thước lớn hơn so với Stack.

Tốc độ truy cập chậm hơn Stack.

Bộ nhớ được quản lý bởi Garbage Collector (GC), tự động giải phóng khi không còn tham chiếu đến đối tượng.

Bộ nhớ Java

├── Stack Memory

├── Heap Memory

│ ├── String Pool

│ └── Các đối tượng

├── Method Area (Metaspace)

│ ├── Runtime Constant Pool

│ └── Thông tin lớp, biến static

├── PC Register

└── Native Method Stack

|  |  |  |
| --- | --- | --- |
| **Loại bộ nhớ** | **Mục đích chính** | **Vị trí lưu trữ** |
| **Stack** | Biến cục bộ, lời gọi phương thức | Bộ nhớ riêng cho mỗi luồng |
| **Heap** | Đối tượng, biến instance | Bộ nhớ chia sẻ |
| **Method Area (Metaspace)** | Thông tin lớp, biến static, hằng số | Bộ nhớ native (từ Java 8) |
| **PC Register** | Địa chỉ lệnh hiện tại | Bộ nhớ riêng cho mỗi luồng |
| **Native Method Stack** | Phương thức native | Bộ nhớ riêng cho mỗi luồng |
| **String Pool** | Lưu trữ chuỗi literal | Nằm trong Heap |
| **Runtime Constant Pool** | Lưu trữ hằng số | Nằm trong Method Area |